**Self Encapsulate Field**

Self-encapsulation is distinct from ordinary [**Encapsulate Field**](https://refactoring.guru/encapsulate-field): the refactoring technique given here is performed on a private field.

**Problem**

You use direct access to private fields inside a class.

**class** **Range** {

**private** **int** low, high;

**boolean** includes(**int** arg) {

**return** arg >= low && arg <= high;

}

}

**Solution**

Create a getter and setter for the field, and use only them for accessing the field.

**class** **Range** {

**private** **int** low, high;

**boolean** includes(**int** arg) {

**return** arg >= getLow() && arg <= getHigh();

}

**int** getLow() {

**return** low;

}

**int** getHigh() {

**return** high;

}

}

**Why Refactor**

Sometimes directly accessing a private field inside a class just isn’t flexible enough. You want to be able to initiate a field value when the first query is made or perform certain operations on new values of the field when they’re assigned, or maybe do all this in various ways in subclasses.

**Benefits**

* *Indirect access to fields* is when a field is acted on via access methods (getters and setters). This approach is much more flexible than *direct access to fields*.
  + First, you can perform complex operations when data in the field is set or received. *Lazy initialization* and *validation of field values* are easily implemented inside field getters and setters.
  + Second and more crucially, you can redefine getters and setters in subclasses.
* You have the option of not implementing a setter for a field at all. The field value will be specified only in the constructor, thus making the field unchangeable throughout the entire object lifespan.

**Drawbacks**

* When *direct access to fields* is used, code looks simpler and more presentable, although flexibility is diminished.

**How to Refactor**

1. Create a getter (and optional setter) for the field. They should be either protected or public.
2. Find all direct invocations of the field and replace them with getter and setter calls.

**Replace Data Value with Object**

**Problem**

A class (or group of classes) contains a data field. The field has its own behavior and associated data.
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**Solution**

Create a new class, place the old field and its behavior in the class, and store the object of the class in the original class.
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**Why Refactor**

This refactoring is basically a special case of [**Extract Class**](https://refactoring.guru/extract-class). What makes it different is the cause of the refactoring.

In [**Extract Class**](https://refactoring.guru/extract-class), we have a single class that’s responsible for different things and we want to split up its responsibilities.

With replacement of a data value with an object, we have a primitive field (number, string, etc.) that’s no longer so simple due to growth of the program and now has associated data and behaviors. On the one hand, there’s nothing scary about these fields in and of themselves. However, this fields-and-behaviors family can be present in several classes simultaneously, creating duplicate code.

Therefore, for all this we create a new class and move both the field and the related data and behaviors to it.

**Benefits**

* Improves relatedness inside classes. Data and the relevant behaviors are inside a single class.

**How to Refactor**

Before you begin with refactoring, see if there are direct references to the field from within the class. If so, use [**Self Encapsulate Field**](https://refactoring.guru/self-encapsulate-field) in order to hide it in the original class.

1. Create a new class and copy your field and relevant getter to it. In addition, create a constructor that accepts the simple value of the field. This class won’t have a setter since each new field value that’s sent to the original class will create a new value object.
2. In the original class, change the field type to the new class.
3. In the getter in the original class, invoke the getter of the associated object.
4. In the setter, create a new value object. You may need to also create a new object in the constructor if initial values had been set there for the field previously.

**Next Steps**

After applying this refactoring technique, it’s wise to apply [**Change Value to Reference**](https://refactoring.guru/change-value-to-reference) on the field that contains the object. This allows storing a reference to a single object that corresponds to a value instead of storing dozens of objects for one and the same value.

Most often this approach is needed when you want to have one object be responsible for one real-world object (such as users, orders, documents and so forth). At the same time, this approach won’t be useful for objects such as dates, money, ranges, etc.

**Change Value to Reference**

**Problem**

So you have many identical instances of a single class that you need to replace with a single object.
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**Solution**

Convert the identical objects to a single reference object.
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**Why Refactor**

In many systems, objects can be classified as either values or references.

* **References**: when one real-world object corresponds to only one object in the program. References are usually user/order/product/etc. objects.
* **Values**: one real-world object corresponds to multiple objects in the program. These objects could be dates, phone numbers, addresses, colors, and the like.

The selection of reference vs. value isn’t always clear-cut. Sometimes there’s a simple value with a small amount of unchanging data. Then it becomes necessary to add changeable data and pass these changes every time the object is accessed. In this case it becomes necessary to convert it to a reference.

**Benefits**

* An object contains all the most current information about a particular entity. If the object is changed in one part of the program, these changes are accessible from the other parts of the program that make use of the object.

**Drawbacks**

* References are much harder to implement.

**How to Refactor**

1. Use [**Replace Constructor with Factory Method**](https://refactoring.guru/replace-constructor-with-factory-method) on the class from which the references are to be generated.
2. Determine which object will be responsible for providing access to references. Instead of creating a new object, when you need one you now need to get it from a storage object or static dictionary field.
3. Determine whether references will be created in advance or dynamically as necessary. If objects are created in advance, make sure to load them before use.
4. Change the factory method so that it returns a reference. If objects are created in advance, decide how to handle errors when a non-existent object is requested. You may also need to use [**Rename Method**](https://refactoring.guru/rename-method) to inform that the method returns only existing objects.

**Change Reference to Value**

**Problem**

You have a reference object that’s too small and infrequently changed to justify managing its life cycle.
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**Solution**

Turn it into a value object.

![Change Reference to Value - After](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvIAAADmCAMAAACAnZHaAAAAe1BMVEUAAACBTExMTExMTExMTExMTExMTExMTExMTExMTExMTExMTExMTExsbGyKiop8fHyzs7Pp6en////w8PDf399dXV349/fAwMDW1tZbT0+ZmZmnp6fLy8v8/PxMTEyqXl6wX1/wbGz/cHC6YmLYZ2fDZGR1VFT/wsKkXl5SM1JEAAAAJnRSTlMACSBaptH/55NKNrts////////////////Ff////9+MGj+/5rsvicNzXcAABCBSURBVHgB7NzXfpw6FIXxg8tyC0WbkYQBpef9X/FomM1A/CP2+GIaWl8azSIXf2wx7b/EYtlNimX/JRnLbu/ukWYPj0//seR6fkDKvdyQQFpld0i9LxkZpNQLduVFepXY9UgGCXWLbZWRNDMFtqUzoWfZA4CylnTbWMSSmc+zRwDWScrViD2QQio9APCSdg1ir7SQRhliknplOrN5dgOglNTzfNAmrcdrWkk9k9ZknuS9JB9ixHAVkTzJM5IneUbyJM9InuRJnuQZyZM8I3mSZyS/8b5t/aZOgTwj+bqz0Ipm9eQZyXvMs/W6yTOSL6FN5ldMnpF8h6Gi81WOoXzF5BnJ9zvltWxzO/+NvJ8zTvYFU8tYbdzy4RdDnpF8jlgZRCsQyxUQZMhDT2AQa6QCYHYrXrwdT16ViNliI0N6sNtt7mUsNAVipXcSs4ht5j9wepI/ZiS/gZrTnEXR1++R9xvMyJtxX11irJvIe2enjUPG/nXPUE371L8j+WNG8t3bybuKe4d8PiPfFrrPYVY3kS8xZnQeNavRr7Ozy68Vkj9mJK9kZ31E3g6/zX4FdruvRaw09Ua/U08H5x2glnUjbN+U46VWIFZPl19D8seP5PuDyQ91TqaVdlqx28WQA+j2+/NI2BSjbyn3X1Ko7waxaj+vsULyR43ksc18inwhQ0paD5munAqADeP+RmIO28LWty7o7lah5/t5TUfyZ4zki0XytQxNpGPFNEyji/ODrW7zs1GD7KrGwzpdIPljRvLl58nLnHyYyE9N5K3unpOv5K/cuC0HkAvJnzHevi6SLyX21j/e5HW/jlAp+cWzFTvqNWI9yR81kleM1cHkp43q/zDyXsm3S+QbxGrpEXMkf4r4VJQNss/nvXtz+1osk5+vFGp6apG8XyIvFkA1DNEKyR85kg/2b4U1Yq1T8k4tHUbe/5N8MZ/fd7rfGDf9pMkFsYbkjx3Ji0fMbkQrh9Uwf/FLvUw+TCs6Svsh+TDd0jbTohu06yrJHzmSl3wnOgy6C2xrRqXWiJhymbxMK7ondxLrkBeFWySvC10YT9tNu62ukvyxI/kNduVtUWKonL1VqmqBj8mrZXSu9kp5mXyNbaXZdNBN2xrsqkn+BJG8VPi7MuhsQ7P9AeTrtyMsk5cOszrRLLblQvKniOTF5JhVhDdXQmMOIC/GYsw6+Sf50C2I13P1JH+aSF5ClUPr3Jv3S5W9HEReMesQy+SHGouhvJF9DtscyZ8gktec8d6bWuYF0zdh0Btzw4ZYLdpsRXMb35sR7vzg2sTCNK7vdc/86mqF5Fkin1YWLGKG5FOJ5PWtWSSfQiTfVHoj0ZB8EpG8x65OSD6lSL4Tkk8okm+NrJo8I3l+WhkjeZJnJE/yjORJnpE8yZM8yWfPt3cP+Efs/vHpdVXkSf6J3D/sS7Ya8iT/+oKPYw/PJL8S8q9gh3VL8usg/4JtVWOELReMt9h2Q/JrIP+EWOGEvVeoEHvISP76yWcPAAphH9Ug9kLy10/++cA30bIOsYzkr578LYBK2AHlAJ5J/urJ3x36/ipWAfhK8ldP/uHQ942zDYB7kr968ogJO6SAGMmTfEKRPMmvIpIneUbyJM9WQB6M5Eme5JOM5EmekTzJM96+riCSJ3mSZyRP8ozkSX4lkTzJM5IneUbyJE/yJE/yJP/tO8mTfErkv/34+YvkST4d8tnvnz9//iF5kk+CvIpX8yRP8gmQV/FqnuRJfvXkVXzsd0byJL9+8n/Uu5oneZJfOXkVP5kneZJfNXkVP5l/JXmSXzP5Xz/f9uPbGUQ/3t2QPMmfgvx3dX5m8zcAvmanIe+9d3KEdFySv2jyKv785l8Qe7g9CflPf4ZpML6IVY07fFySv0zyKv785rM7DN0/Xx754C3GCrNS8htfxHzj1k7+289/duoXmT3fY+ju9cLIhxzzvAwZYD0Tm9BZjLVGPpkxJlwFeX0p2eWYz24fMPQluyjyBYDcmyB139r9/8EDq7l9NTnmdZ//AHdzLeRV/PnNa9kjhh6eLoi8AfA/O2eiIy2OBGH9h2JO26TvAXvv6/2fcBeZkBf3MEW1qqap0R+6qCwSt8xnd3YSdOAulgEoLoQ/CvIZg+Zq79DyMsgfE099gJn4809bSf/5EciLxH0groEB+SjO/pYKgLK7v3k9CMDhUAdXjvGSyAtWwUzZL4rF2x0KL4E8rWSH+jiT2Y9bdfP9p/uQl1lrBZX5uW63T2dLTQGAWlxH3opeYzAL97W3YyRA2a4slZS0ywCwotY0XjetHzZ8Jua59bNaZM3VV0K+BqCv6qjA32pHcpKS79W7x4C880Xir4zTgz47SzHDjsoij0aexF+N+U8/o+nLp/PI1xmbTB3L07lFqkFTcACEODPNHSFfeHbXiHxVGJF3DSQQ78zPOV8M+YIds44LIKHPBfp4eZvGsAi/AfqpYjjrsU8VxJYZgJmqtbIEAIHQW6e3ifK235O29B6MPIm/HPO9Yfndj6eRn4Ewl2LIfAQQlixJg4Qt61GRsiAAEIZCSutJCPEA+QjAxCGW1tTWoFkPAK1zRx5QAXMqBhxJAITJ5wUwF0NebQuTKtDF2SPkF3TlAfm281ChdOSTB0/iXgAh4RRyDziNxyN/m/gPNJl9ZsPy8znkJ24bfvsVvTCwHmE9qmArInPCI3hWCSxB9MruWyZCqW/3ec4ogpF2SOR5/1wAZsufh4NfCnlH/nY6Qn7CKigyOiBvhnYukZ/IeYg8BXpHPBM4Lh6IfABoJbsi8xQbln/6dAL5GsBaVAOmwUxyTUM9AaFHIJ3DVf64fuW+ZFJ2B8jD2RH5mT8O1LbeMlfntZAXwnUbeTLtra0ZwDrT0iqZIhLZ+kkSl8Z37TUgJtVigJlbJFprY9jKqBLYC0s8TT92lyfx12X+05+AvQfh+0PkM4C48ZmStGkjwQVAg28eqvPA65HJAzmDTWHOb5An33vkS+emrSjwB7wY8h5k7QTytbftJwSta5tYQLadh9MYNc9syAexdauJlmp92FaOXcALOuYmJjxKAHCb+EuYiX/pHoQbyCfAjAE97MemJ8t2j7Zp53ac7KFkUdikylvk01vkYx9q6PpcqZYnYfok8hFElCLy4+rxTBEQbwdwe9C8tuJ23w5njotsH4v834/gvoDh5tiDcIy8Hm/ajH5fKthYkX3EATB6kwLSLWfZxn0ekYeMyEPtVtduCepXQl72yDdWMfs4Is8MTLanoO4Kp7FeZ0hklQYQ+J2xj0WeVrKrMz94EE4jP+zZI/I8Fux1AkQ3sXK/gbzeI7/0iF0uWMufRj5jk1pkjzyrlDSEpRPcG1h5O9NhEMedH4v8vwjy1ZkfPAjHyM/PRX4sfdMfDnmcQn7oQqoyIM+jHs7b9Zceqv+/zgSD4r6geohI/Msw3z0IX49r+V9BfrpV2BDHO2UAfR/y9tKFjSVqJ5Bf5RVATbeQ9+zL95D9TeTlKcjfYPs6JrPRg3A8Ff7Wn6/VWsUuSmf9JPLRDY8A8B7kzUX/fLWa8G6KweRqd+jtfxPEPAduykeFDauYA+QZjGCIegbytJLdr3/hw3QD+dj3qTinFG0Bgh2blFiGJuWpqU0Baiii1N3Il940jbii4SDU/RJIu5o6YRzPtZA//PO17jo2ywHyFqvcU5GPJP5FmU+H1UZmpYzQuPL7QmIC1PgoqofsUtyxs7bsn3qxsKknkd89GktXQ74qAN1SUdiV2h42kVWOJ/35ApB6BTM0KXM7Zg1zhLxpgz0T+X8T33fV85dFPgPBcQ9dGs2m8ivIdoumbhORfjIdC3F7sUne+g0WboJO9SYz0mnkrbmq4YCkIvhoLZ8XGTINHW2cQeQnxXmystvl5/4oao708CHdRD5tY7RktTyjsPnP+4n/By6JPLkMSfwSVrToBSuuSn++bwBMXvK8t5XNPrqyMGI5xug3WLLImsvbawMQUpKTyBcAarWVIczXQp4oAgjNSc3VGdrxFICAXqDBeMdZqYwhJWELMyRpdktVbyFP5/LiWoZ7BvIYmL+274BPpG4i79Tgx/MBlK5Ed5NTfEK+YEgbkO+JXVNlTQ8gnUOeYACQdDnkowZF4veOr4mw1gBq5xQg1vsLeXsDec4LVexTkH8v8//8sCblVzSt4B9ORaXrWsb7WAarjMlWg5T60HvMR8jbmg3QXeIc8C7krdcBMJPYCViuhfxm6qKUG15zNx3Wagbiu31SD3uI8vY28rwDvN5zkH8f83//OOBpqfz+xlRISeLGQBxMA76u8ItU22PJ9zSRnrLP/J+87C7vs+ze7+dhFHHME+k5rm43vlwNeRsX8q1leO/GpEpYV+UZGF43S+itGtEb8FO1p5C3cVYtI9unIY9/vkZTni+L0DhP5F9cANzlkG/7gJc4BCUz0hXFp+HMKG73vdi7VDny8959/ecLPHqlf5jAvzbyRSuzkQUE+zsi/000D1+ceALP/3bw6sgnlqo5AMs35J+vF3tFhB5KuuVfH/mqABidNHt3vxvy36TM9V8EHICnfn7lWl4UKGe/If8BuzyZ/4Dm5C+fP99aRD98x5cAP/1x/r981q0b+l/27ig3jRgIwPCYhSGhtEmQooZGoEjR3v+K3fBmqWRpFVxhff8ZvhfPWPZh15488n9h/v0ar9QM85unGnwP5Kcq7c3JIx9j++Fk7E+chwvA57b4RQT5ryUfY/NRzZCnhks2TxHII//F5GNsLP6Ymdtt5nAJ+K8njzzyMbYd1SxzvfiQO8yvWq9CHnnkY2wpPpZ3JSry51at1yKPPPIxtrw5uY84S75atV6NPPLIx9j05uR58sd684Q88tcgf978W7QmX9Y1eOSRvxb5GGdGNW3Ix/1QogV55JGPsaX4mnxdG/LIIx/jzKimM/LIIx9jLb5v8sgjX5kfI/omjzzylfn36Jw88shX5t+iX/LII183VqOa7skjj3yMlfjuySOPfJTolDzyyDcIeeSR3yw/WmWulh/tkUe+c/JDVi2QRx555JHviXxZVJV/IK9EvhH59iGPPPJCHvkOQh55x1fHV+SRRx555IU88kK+m5BHHnkhj7yQ7yLkkUf+0m/W9IR8F+SXmfmyuyA9ZuYd8jdPfpuZv3aa7/CcmRvkb578JqeedprtR04V5G+efFld9E24XnPqGMjfPPlY5NSDE+znHU7ivxXkOyAfdzn1/HLYnU1PDzm13gfyPZAv6zz18Pjzj+n1e57aBPJdkI+yTM233gfy3SwTt6m5liWQ74d8bI6r/Czg7yOQ74n8VNkMZ9KmxH8NebekhDzyQh55IY888sgLeeSFPPJCHnkhj7yQR17IIy/kkRfyyAt55IU88kIeeSGPvJBHHnnkhTzyQh55IY+8kEdeyCMv5JEX8sgLeeSFPPJCHnkhj7yQRx555JFHHnkhj7yQR17IIy/kkRfyyAt55IU88kIeeSGPvJBHXsgjL+SR/91uXRBaDMAwFO3ojpnRv8sPD1Skx0IhEV35c1A3+srrKIB2UHcBpTkJAcA9iKuB3JyGBG82HcBuTkMF0A/KNrzXKAkSYO7VNz4NzKko+HcNou6Tf4U5HRn/5uPq9WznzL/InJDgQV1uTkuBtDQ0p2aP0ZUF5hSFUazoKezrFzc/a1qPh/gLAAAAAElFTkSuQmCC)

**Why Refactor**

Inspiration to switch from a reference to a value may come from the inconvenience of working with the reference. References require management on your part:

* They always require requesting the necessary object from storage.
* References in memory may be inconvenient to work with.
* Working with references is particularly difficult, compared to values, on distributed and parallel systems.

Values are especially useful if you would rather have unchangeable objects than objects whose state may change during their lifetime.

**Benefits**

* One important property of objects is that they should be unchangeable. The same result should be received for each query that returns an object value. If this is true, no problems arise if there are many objects representing the same thing.
* Values are much easier to implement.

**Drawbacks**

* If a value is changeable, make sure if any object changes that the values in all the other objects representing the same entity are updated. This is so burdensome that it’s easier to create a reference for this purpose.

**How to Refactor**

1. Make the object unchangeable. The object shouldn’t have any setters or other methods that change its state and data ([**Remove Setting Method**](https://refactoring.guru/remove-setting-method) may help here). The only place where data should be assigned to the fields of a value object is a constructor.
2. Create a comparison method to be able to compare two values.
3. Check whether you can delete the factory method and make the object constructor public.

**Replace Array with Object**

This refactoring technique is a special case of [**Replace Data Value with Object**](https://refactoring.guru/replace-data-value-with-object).

**Problem**

You have an array that contains various types of data.

**String**[] row = **new** **String**[2];

row[0] = "Liverpool";

row[1] = "15";

**Solution**

Replace the array with an object that will have separate fields for each element.

Performance row = **new** Performance();

row.setName("Liverpool");

row.setWins("15");

**Why Refactor**

Arrays are an excellent tool for storing data and collections of a single type. But if you use an array like post office boxes, storing the username in box 1 and the user’s address in box 14, you will someday be very unhappy that you did. This approach leads to catastrophic failures when somebody puts something in the wrong “box” and also requires your time for figuring out which data is stored where.

**Benefits**

* In the resulting class, you can place all associated behaviors that had been previously stored in the main class or elsewhere.
* The fields of a class are much easier to document than the elements of an array.

**How to Refactor**

1. Create the new class that will contain the data from the array. Place the array itself in the class as a public field.
2. Create a field for storing the object of this class in the original class. Don’t forget to also create the object itself in the place where you initiated the data array.
3. In the new class, create access methods one by one for each of the array elements. Give them self-explanatory names that indicate what they do. At the same time, replace each use of an array element in the main code with the corresponding access method.
4. When access methods have been created for all elements, make the array private.
5. For each element of the array, create a private field in the class and then change the access methods so that they use this field instead of the array.
6. When all data has been moved, delete the array.

**Duplicate Observed Data**

**Problem**

Is domain data stored in classes responsible for the GUI?
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**Solution**

Then it’s a good idea to separate the data into separate classes, ensuring connection and synchronization between the domain class and the GUI.
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**Why Refactor**

You want to have multiple interface views for the same data (for example, you have both a desktop app and a mobile app). If you fail to separate the GUI from the domain, you will have a very hard time avoiding code duplication and a large number of mistakes.

**Benefits**

* You split responsibility between business logic classes and presentation classes (cf. the *Single Responsibility Principle*), which makes your program more readable and understandable.
* If you need to add a new interface view, create new presentation classes; you don’t need to touch the code of the business logic (cf. the *Open/Closed Principle*).
* Now different people can work on the business logic and the user interfaces.

**When Not to Use**

* This refactoring technique, which in its classic form is performed using the [**Observer**](https://refactoring.guru/design-patterns/observer) template, isn’t applicable for web apps, where all classes are recreated between queries to the web server.
* All the same, the general principle of extracting business logic into separate classes can be justified for web apps as well. But this will be implemented using different refactoring techniques depending on how your system is designed.

**How to Refactor**

1. Hide direct access to domain data in the *GUI class*. For this, it’s best to use [**Self Encapsulate Field**](https://refactoring.guru/self-encapsulate-field). So you create the getters and setters for this data.
2. In handlers for *GUI class* events, use setters to set new field values. This will let you pass these values to the associated *domain object*.
3. Create a domain class and copy necessary fields from the *GUI class* to it. Create getters and seters for all these fields.
4. Create an Observer pattern for these two classes:
   * In the *domain class*, create an array for storing observer objects (*GUI objects*), as well as methods for registering, deleting and notifying them.
   * In the *GUI class*, create a field for storing references to the *domain class* as well as the update() method, which will be reacting to changes in the object and update the values of fields in the *GUI class*. Note that value updates should be established directly in the method, in order to avoid recursion.
   * In the *GUI class* constructor, create an instance of *domain class* and save it in the field you have created. Register the *GUI object* as an observer in the *domain object*.
   * In the setters for *domain class* fields, call the method for notifying the observer (in other words, method for updating in the *GUI class*), in order to pass the new values to the GUI.
   * Change the setters of the *GUI class* fields so that they set new values in the domain object directly. Watch out to make sure that values aren’t set through a *domain class* setter—otherwise infinite recursion will result.

**Change Unidirectional Association to Bidirectional**

**Problem**

You have two classes that each need to use the features of the other, but the association between them is only unidirectional.
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**Solution**

Add the missing association to the class that needs it.
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**Why Refactor**

Originally the classes had a unidirectional association. But with time, client code needed access to both sides of the association.

**Benefits**

* If a class needs a reverse association, you can simply calculate it. But if these calculations are complex, it’s better to keep the reverse association.

**Drawbacks**

* Bidirectional associations are much harder to implement and maintain than unidirectional ones.
* Bidirectional associations make classes interdependent. With a unidirectional association, one of them can be used independently of the other.

**How to Refactor**

1. Add a field for holding the reverse association.
2. Decide which class will be “dominant”. This class will contain the methods that create or update the association as elements are added or changed, establishing the association in its class and calling the utility methods for establishing the association in the associated object.
3. Create a utility method for establishing the association in the “non-dominant” class. The method should use what it’s given in parameters to complete the field. Give the method an obvious name so that it isn’t used later for any other purposes.
4. If old methods for controlling the unidirectional association were in the “dominant” class, complement them with calls to utility methods from the associated object.
5. If the old methods for controlling the association were in the “non-dominant” class, create the methods in the “dominant” class, call them, and delegate execution to them.

**Change Bidirectional Association to Unidirectional**

**Problem**

You have a bidirectional association between classes, but one of the classes doesn’t use the other’s features.
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**Solution**

Remove the unused association.
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**Why Refactor**

A bidirectional association is generally harder to maintain than a unidirectional one, requiring additional code for properly creating and deleting the relevant objects. This makes the program more complicated.

In addition, an improperly implemented bidirectional association can cause problems for garbage collection (in turn leading to memory bloat by unused objects).

Example: the garbage collector removes objects from memory that are no longer referenced by other objects. Let’s say that an object pair User-Order was created, used, and then abandoned. But these objects won’t be cleared from memory since they still refer to each other. That said, this problem is becoming less important thanks to advances in programming languages, which now automatically identify unused object references and remove them from memory.

There’s also the problem of interdependency between classes. In a bidirectional association, the two classes must know about each other, meaning that they can’t be used separately. If many of these associations are present, different parts of the program become too dependent on each other and any changes in one component may affect the other components.

**Benefits**

* Simplifies the class that doesn’t need the relationship. Less code equals less code maintenance.
* Reduces dependency between classes. Independent classes are easier to maintain since any changes to a class affect only that class.

**How to Refactor**

1. Make sure that one of the following is true for your classes:
   * No association is used.
   * There’s another way to get the associated object, such through a database query.
   * The associated object can be passed as an argument to the methods that use it.
2. Depending on your situation, use of a field that contains an association with another object should be replaced by a parameter or method call for getting the object in a different way.
3. Delete the code that assigns the associated object to the field.
4. Delete the now-unused field.

# Replace Magic Number with Symbolic Constant

### Problem

Your code uses a number that has a certain meaning to it.

**double** **potentialEnergy**(**double** mass, **double** height) {

**return** mass \* height \* 9.81;

}

### Solution

Replace this number with a constant that has a human-readable name explaining the meaning of the number.

**static** **final** **double** GRAVITATIONAL\_CONSTANT = 9.81;

**double** **potentialEnergy**(**double** mass, **double** height) {

**return** mass \* height \* GRAVITATIONAL\_CONSTANT;

}

### Why Refactor

A magic number is a numeric value that’s encountered in the source but has no obvious meaning. This “anti-pattern” makes it harder to understand the program and refactor the code.

Yet more difficulties arise when you need to change this magic number. Find and replace won’t work for this: the same number may be used for different purposes in different places, meaning that you will have to verify every line of code that uses this number.

### Benefits

* The symbolic constant can serve as live documentation of the meaning of its value.
* It’s much easier to change the value of a constant than to search for this number throughout the entire codebase, without the risk of accidentally changing the same number used elsewhere for a different purpose.
* Reduce duplicate use of a number or string in the code. This is especially important when the value is complicated and long (such as 3.14159 or 0xCAFEBABE).

### Good to Know

#### Not all numbers are magical.

If the purpose of a number is obvious, there’s no need to replace it. A classic example is:

for (i = 0; i < сount; i++) { ... }

#### Alternatives

1. Sometimes a magic number can be replaced with method calls. For example, if you have a magic number that signifies the number of elements in a collection, you don’t need to use it for checking the last element of the collection. Instead, use the standard method for getting the collection length.
2. Magic numbers are sometimes used as type code. Say that you have two types of users and you use a number field in a class to specify which is which: administrators are 1 and ordinary users are 2.

In this case, you should use one of the refactoring methods to avoid type code:

* + [**Replace Type Code with Class**](https://refactoring.guru/replace-type-code-with-class)
  + [**Replace Type Code with Subclasses**](https://refactoring.guru/replace-type-code-with-subclasses)
  + [**Replace Type Code with State/Strategy**](https://refactoring.guru/replace-type-code-with-state-strategy)

### How to Refactor

1. Declare a constant and assign the value of the magic number to it.
2. Find all mentions of the magic number.
3. For each of the numbers that you find, double-check that the magic number in this particular case corresponds to the purpose of the constant. If yes, replace the number with your constant. This is an important step, since the same number can mean absolutely different things (and replaced with different constants, as the case may be).

# Encapsulate Field

### Problem

You have a public field.

**class** **Person** {

**public** **String** name;

}

### Solution

Make the field private and create access methods for it.

**class** **Person** {

**private** **String** name;

**public** **String** getName() {

**return** name;

}

**public** **void** setName(**String** arg) {

name = arg;

}

}

### Why Refactor

One of the pillars of object-oriented programming is Encapsulation, the ability to conceal object data. Otherwise, all objects would be public and other objects could get and modify the data of your object without any checks and balances! Data is separated from the behaviors associated with this data, modularity of program sections is compromised, and maintenance becomes complicated.

### Benefits

* If the data and behavior of a component are closely interrelated and are in the same place in the code, it’s much easier for you to maintain and develop this component.
* You can also perform complicated operations related to access to object fields.

### When Not to Use

* In some cases, encapsulation is ill-advised due to performance considerations. These cases are rare but when they happen, this circumstance is very important.

Say that you have a graphical editor that contains objects possessing x- and y-coordinates. These fields are unlikely to change in the future. What’s more, the program involves a great many different objects in which these fields are present. So accessing the coordinate fields directly saves significant CPU cycles that would otherwise be taken up by calling access methods.

As an example of this unusual case, there’s the [**Point**](http://docs.oracle.com/javase/7/docs/api/java/awt/Point.html) class in Java. All fields of this class are public.

### How to Refactor

1. Create a getter and setter for the field.
2. Find all invocations of the field. Replace receipt of the field value with the getter, and replace setting of new field values with the setter.
3. After all field invocations have been replaced, make the field private.

#### Next Steps

Encapsulate Field is only the first step in bringing data and the behaviors involving this data closer together. After you create simple methods for access fields, you should recheck the places where these methods are called. It’s quite possible that the code in these areas would look more appropriate in the access methods.

**Encapsulate Collection**

**Problem**

A class contains a collection field and a simple getter and setter for working with the collection.
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**Solution**

Make the getter-returned value read-only and create methods for adding/deleting elements of the collection.
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**Why Refactor**

A class contains a field that contains a collection of objects. This collection could be an array, list, set or vector. A normal getter and setter have been created for working with the collection.

But the collections should be used by a protocol that’s a bit different from the one used by other data types. The getter method shouldn’t return the collection object itself, since this would let clients change collection contents without the knowledge of the owner class. In addition, this would show too much of the internal structures of the object data to clients. The method for getting collection elements should return a value that doesn’t allow changing the collection or disclose excessive data about its structure.

In addition, there shouldn’t be a method that assigns a value to the collection. Instead, there should be operations for adding and deleting elements. Thanks to this, the owner object gains control over addition and deletion of collection elements.

Such a protocol properly encapsulates a collection, which ultimately reduces the degree of association between the owner class and the client code.

**Benefits**

* The collection field is encapsulated inside a class. When the getter is called, it returns a copy of the collection, which prevents accidental changing or overwriting of the collection elements without the knowledge of the class that contains the collection.
* If collection elements are contained inside a primitive type, such as an array, you create more convenient methods for working with the collection.
* If collection elements are contained inside a non-primitive container (standard collection class), by encapsulating the collection you can restrict access to unwanted standard methods of the collection (such as by restricting addition of new elements).

**How to Refactor**

1. Create methods for adding and deleting collection elements. They must accept collection elements in their parameters.
2. Assign an empty collection to the field as the initial value if this isn’t done in the class constructor.
3. Find the calls of the collection field setter. Change the setter so that it uses operations for adding and deleting elements, or make these operations call client code.

Note that setters can be used only to replace all collection elements with other ones. Therefore it may be advisable to change the setter name ([**Rename Method**](https://refactoring.guru/rename-method)) to replace.

1. Find all calls of the collection getter after which the collection is changed. Change the code so that it uses your new methods for adding and deleting elements from the collection.
2. Change the getter so that it returns a read-only representation of the collection.
3. Inspect the client code that uses the collection for code that would look better inside of the collection class itself.

**Replace Type Code with Class**

**What’s type code?** Type code occurs when, instead of a separate data type, you have a set of numbers or strings that form a list of allowable values for some entity. Often these specific numbers and strings are given understandable names via constants, which is the reason for why such type code is encountered so much.

**Problem**

A class has a field that contains type code. The values of this type aren’t used in operator conditions and don’t affect the behavior of the program.
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**Solution**

Create a new class and use its objects instead of the type code values.
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**Why Refactor**

One of the most common reasons for type code is working with databases, when a database has fields in which some complex concept is coded with a number or string.

For example, you have the class User with the field user\_role, which contains information about the access privileges of each user, whether administrator, editor, or ordinary user. So in this case, this information is coded in the field as A, E, and U respectively.

What are the shortcomings of this approach? The field setters often don’t check which value is sent, which can cause big problems when someone sends unintended or wrong values to these fields.

In addition, type verification is impossible for these fields. It’s possible to send any number or string to them, which won’t be type checked by your IDE and even allow your program to run (and crash later).

**Benefits**

* We want to turn sets of primitive values—which is what coded types are—into full-fledged classes with all the benefits that object-oriented programming has to offer.
* By replacing type code with classes, we allow type hinting for values passed to methods and fields at the level of the programming language.

For example, while the compiler previously didn’t see difference between your numeric constant and some arbitrary number when a value is passed to a method, now when data that doesn’t fit the indicated type class is passed, you’re warned of the error inside your IDE.

* Thus we make it possible to move code to the classes of the type. If you needed to perform complex manipulations with type values throughout the whole program, now this code can “live” inside one or multiple type classes.

**When Not to Use**

If the values of a coded type are used inside control flow structures (if, switch, etc.) and control a class behavior, you should use one of the two refactoring techniques for type code:

* [**Replace Type Code with Subclasses**](https://refactoring.guru/replace-type-code-with-subclasses)
* [**Replace Type Code with State/Strategy**](https://refactoring.guru/replace-type-code-with-state-strategy)

**How to Refactor**

1. Create a new class and give it a new name that corresponds to the purpose of the coded type. Here we’ll call it *type class*.
2. Copy the field containing type code to the *type class* and make it private. Then create a getter for the field. A value will be set for this field only from the constructor.
3. For each value of the coded type, create a static method in *type class*. It’ll be creating a new *type class* object corresponding to this value of the coded type.
4. In the original class, replace the type of the coded field with *type class*. Create a new object of this type in the constructor as well as in the field setter. Change the field getter so that it calls the *type class* getter.
5. Replace any mentions of values of the coded type with calls of the relevant *type class* static methods.
6. Remove the coded type constants from the original class.

**Replace Type Code with Subclasses**

**What’s type code?** Type code occurs when, instead of a separate data type, you have a set of numbers or strings that form a list of allowable values for some entity. Often these specific numbers and strings are given understandable names via constants, which is the reason for why such type code is encountered so much.

**Problem**

You have a coded type that directly affects program behavior (values of this field trigger various code in conditionals).
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**Solution**

Create subclasses for each value of the coded type. Then extract the relevant behaviors from the original class to these subclasses. Replace the control flow code with polymorphism.
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**Why Refactor**

This refactoring technique is a more complicated twist on [**Replace Type Code with Class**](https://refactoring.guru/replace-type-code-with-class).

As in the first refactoring method, you have a set of simple values that constitute all the allowed values for a field. Although these values are often specified as constants and have understandable names, their use makes your code very error-prone since they’re still primitives in effect. For example, you have a method that accepts one of these values in the parameters. At a certain moment, instead of the constant USER\_TYPE\_ADMIN with the value "ADMIN", the method receives the same string in lower case ("admin"), which will cause execution of something else that the author (you) didn’t intend.

Here we’re dealing with control flow code such as the conditionals if, switch and ?:. In other words, fields with coded values (such as $user->type === self::USER\_TYPE\_ADMIN) are used inside the conditions of these operators. If we were to use [**Replace Type Code with Class**](https://refactoring.guru/replace-type-code-with-class) here, all these control flow constructions would be best moved to a class responsible for the data type. Ultimately, this would of course create a type class very similar to the original one, with the same problems as well.

**Benefits**

* Delete the control flow code. Instead of a bulky switch in the original class, move the code to appropriate subclasses. This improves adherence to the *Single Responsibility Principle* and makes the program more readable in general.
* If you need to add a new value for a coded type, all you need to do is add a new subclass without touching the existing code (cf. the *Open/Closed Principle*).
* By replacing type code with classes, we pave the way for type hinting for methods and fields at the level of the programming language. This wouldn’t be possible using simple numeric or string values contained in a coded type.

**When Not to Use**

* This technique isn’t applicable if you already have a class hierarchy. You can’t create a dual hierarchy via inheritance in object-oriented programming. Still, you can replace type code via composition instead of inheritance. To do so, use [**Replace Type Code with State/Strategy**](https://refactoring.guru/replace-type-code-with-state-strategy).
* If the values of type code can change after an object is created, avoid this technique. We would have to somehow replace the class of the object itself on the fly, which isn’t possible. Still, an alternative in this case too would be [**Replace Type Code with State/Strategy**](https://refactoring.guru/replace-type-code-with-state-strategy).

**How to Refactor**

1. Use [**Self Encapsulate Field**](https://refactoring.guru/self-encapsulate-field) to create a getter for the field that contains type code.
2. Make the superclass constructor private. Create a static factory method with the same parameters as the superclass constructor. It must contain the parameter that will take the starting values of the coded type. Depending on this parameter, the factory method will create objects of various subclasses. To do so, in its code you must create a large conditional but, at least, it’ll be the only one when it’s truly necessary; otherwise, subclasses and polymorphism will do.
3. Create a unique subclass for each value of the coded type. In it, redefine the getter of the coded type so that it returns the corresponding value of the coded type.
4. Delete the field with type code from the superclass. Make its getter abstract.
5. Now that you have subclasses, you can start to move the fields and methods from the superclass to corresponding subclasses (with the help of [**Push Down Field**](https://refactoring.guru/push-down-field) and [**Push Down Method**](https://refactoring.guru/push-down-method)).
6. When everything possible has been moved, use [**Replace Conditional with Polymorphism**](https://refactoring.guru/replace-conditional-with-polymorphism) in order to get rid of conditions that use the type code once and for all.

**Replace Type Code with State/Strategy**

**What’s type code?** Type code occurs when, instead of a separate data type, you have a set of numbers or strings that form a list of allowable values for some entity. Often these specific numbers and strings are given understandable names via constants, which is the reason for why such type code is encountered so much.

**Problem**

You have a coded type that affects behavior but you can’t use subclasses to get rid of it.
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**Solution**

Replace type code with a state object. If it’s necessary to replace a field value with type code, another state object is “plugged in”.
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**Why Refactor**

You have type code and it affects the behavior of a class, therefore we can’t use [**Replace Type Code with Class**](https://refactoring.guru/replace-type-code-with-class).

Type code affects the behavior of a class but we can’t create subclasses for the coded type due to the existing class hierarchy or other reasons. Thus means that we can’t apply [**Replace Type Code with Subclasses**](https://refactoring.guru/replace-type-code-with-subclasses).

**Benefits**

* This refactoring technique is a way out of situations when a field with a coded type changes its value during the object’s lifetime. In this case, replacement of the value is made via replacement of the state object to which the original class refers.
* If you need to add a new value of a coded type, all you need to do is to add a new state subclass without altering the existing code (cf. the *Open/Closed Principle*).

**Drawbacks**

* If you have a simple case of type code but you use this refactoring technique anyway, you will have many extra (and unneeded) classes.

**Good to Know**

Implementation of this refactoring technique can make use of one of two design patterns: **State** or **Strategy**. Implementation is the same no matter which pattern you choose. So which pattern should you pick in a particular situation?

If you’re trying to split a conditional that controls the selection of algorithms, use Strategy.

But if each value of the coded type is responsible not only for selecting an algorithm but for the whole condition of the class, class state, field values, and many other actions, State is better for the job.

**How to Refactor**

1. Use [**Self Encapsulate Field**](https://refactoring.guru/self-encapsulate-field) to create a getter for the field that contains type code.
2. Create a new class and give it an understandable name that fits the purpose of the type code. This class will be playing the role of *state* (or *strategy*). In it, create an abstract coded field getter.
3. Create subclasses of the state class for each value of the coded type. In each subclass, redefine the getter of the coded field so that it returns the corresponding value of the coded type.
4. In the abstract state class, create a static factory method that accepts the value of the coded type as a parameter. Depending on this parameter, the factory method will create objects of various states. For this, in its code create a large conditional; it’ll be the only one when refactoring is complete.
5. In the original class, change the type of the coded field to the state class. In the field’s setter, call the factory state method for getting new state objects.
6. Now you can start to move the fields and methods from the superclass to the corresponding state subclasses (using [**Push Down Field**](https://refactoring.guru/push-down-field) and [**Push Down Method**](https://refactoring.guru/push-down-method)).
7. When everything moveable has been moved, use [**Replace Conditional with Polymorphism**](https://refactoring.guru/replace-conditional-with-polymorphism) in order to get rid of conditionals that use type code once and for all.

**Replace Subclass with Fields**

**Problem**

You have subclasses differing only in their (constant-returning) methods.
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**Solution**

Replace the methods with fields in the parent class and delete the subclasses.
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**Why Refactor**

Sometimes refactoring is just the ticket for avoiding type code.

In one such case, a hierarchy of subclasses may be different only in the values returned by particular methods. These methods aren’t even the result of computation, but are strictly set out in the methods themselves or in the fields returned by the methods. To simplify the class architecture, this hierarchy can be compressed into a single class containing one or several fields with the necessary values, based on the situation.

These changes may become necessary after moving a large amount of functionality from a class hierarchy to another place. The current hierarchy is no longer so valuable and its subclasses are now just dead weight.

**Benefits**

* Simplifies system architecture. Creating subclasses is overkill if all you want to do is to return different values in different methods.

**How to Refactor**

1. Apply [**Replace Constructor with Factory Method**](https://refactoring.guru/replace-constructor-with-factory-method) to the subclasses.
2. Replace subclass constructor calls with superclass factory method calls.
3. In the superclass, declare fields for storing the values of each of the subclass methods that return constant values.
4. Create a protected superclass constructor for initializing the new fields.
5. Create or modify the existing subclass constructors so that they call the new constructor of the parent class and pass the relevant values to it.
6. Implement each constant method in the parent class so that it returns the value of the corresponding field. Then remove the method from the subclass.
7. If the subclass constructor has additional functionality, use [**Inline Method**](https://refactoring.guru/inline-method) to incorporate the constructor into the superclass factory method.
8. Delete the subclass.